**Date Submitted: 10/12**

**Task 00: Execute provided code**

**The only modification made is adding the temperature interrupt from LAB 05.**

**Youtube Link:** [**https://youtu.be/CfjjsMAQCqs**](https://youtu.be/CfjjsMAQCqs)

**#include** <stdint.h>

**#include** <stdbool.h>

**#include** <stdlib.h>

**#include** "inc/hw\_memmap.h"

**#include** "inc/hw\_types.h"

**#include** "inc/hw\_ints.h"

**#include** "driverlib/gpio.h"

**#include** "driverlib/pin\_map.h"

**#include** "driverlib/sysctl.h"

**#include** "driverlib/uart.h"

**#include** "driverlib/interrupt.h"

**#include** "driverlib/adc.h"

**#include** "driverlib/interrupt.h"

**#include** "driverlib/timer.h"

**#define** TARGET\_IS\_BLIZZARD\_RA1

**#include** "driverlib/rom.h"

// Variables

uint32\_t ui32ADC0Value[4];

uint32\_t ui32Period;

**volatile** uint32\_t ui32TempAvg;

**volatile** uint32\_t ui32TempValueC;

**volatile** uint32\_t ui32TempValueF;

// Timer 1A ISR

**void** **Timer1IntHandler**(**void**)

{

// Reset the count on Timer1

ROM\_TimerDisable(TIMER1\_BASE, TIMER\_A); // Disable Timer1

ROM\_TimerLoadSet(TIMER1\_BASE, TIMER\_A, ui32Period); // (40 MHz / 0.5 Hz)

ROM\_TimerIntClear(TIMER1\_BASE, TIMER\_TIMA\_TIMEOUT); // Clear Timer1A flag

// Perform ADC conversion

ROM\_ADCIntClear(ADC0\_BASE, 1); // Clear ADC interrupt flag

ROM\_ADCProcessorTrigger(ADC0\_BASE, 1); // Trigger the ADC conversion

**while**(!ROM\_ADCIntStatus(ADC0\_BASE, 1, **false**)); // Poll until conversion completes

ROM\_ADCSequenceDataGet(ADC0\_BASE, 1, ui32ADC0Value); // Store the temperature value

ui32TempAvg = (ui32ADC0Value[0] + ui32ADC0Value[1] // Average the sampled temperatures

+ ui32ADC0Value[2] + ui32ADC0Value[3]

+ 2) / 4;

// Convert to Celsius

ui32TempValueC = (1475 - ((2475 \* ui32TempAvg)) / 4096)/10;

// Convert to Fahrenheit

ui32TempValueF = ((ui32TempValueC \* 9) + 160) / 5;

ROM\_TimerEnable(TIMER1\_BASE, TIMER\_A); // Re-enable Timer1

}

**void** **UARTIntHandler**(**void**)

{

uint32\_t ui32Status;

ui32Status = **UARTIntStatus**(UART0\_BASE, **true**); //get interrupt status

**UARTIntClear**(UART0\_BASE, ui32Status); //clear the asserted interrupts

**while**(**UARTCharsAvail**(UART0\_BASE)) //loop while there are chars

{

**UARTCharPutNonBlocking**(UART0\_BASE, **UARTCharGetNonBlocking**(UART0\_BASE));

//echo character

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_2, GPIO\_PIN\_2); //blink LED

**SysCtlDelay**(**SysCtlClockGet**() / (1000 \* 3)); //delay ~1 msec

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_2, 0); //turn off LED

}

}

**int** **main**(**void**) {

**SysCtlClockSet**(SYSCTL\_SYSDIV\_4 | SYSCTL\_USE\_PLL | SYSCTL\_OSC\_MAIN | SYSCTL\_XTAL\_16MHZ);

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_UART0);

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_GPIOA);

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_GPIOF);

**GPIOPinConfigure**(GPIO\_PA0\_U0RX);

**GPIOPinConfigure**(GPIO\_PA1\_U0TX);

**GPIOPinTypeUART**(GPIO\_PORTA\_BASE, GPIO\_PIN\_0 | GPIO\_PIN\_1);

**GPIOPinTypeGPIOOutput**(GPIO\_PORTF\_BASE, GPIO\_PIN\_2);

**UARTConfigSetExpClk**(UART0\_BASE, **SysCtlClockGet**(), 115200,

(UART\_CONFIG\_WLEN\_8 | UART\_CONFIG\_STOP\_ONE | UART\_CONFIG\_PAR\_NONE));

**UARTIntEnable**(UART0\_BASE, UART\_INT\_RX | UART\_INT\_RT);

// Enables the ADC

ROM\_SysCtlPeripheralEnable(SYSCTL\_PERIPH\_ADC0);

ROM\_ADCHardwareOversampleConfigure(ADC0\_BASE, 32); // Average at 32 samples

// ADC0, sample sequencer 1, processor triggers, highest priority

ROM\_ADCSequenceConfigure(ADC0\_BASE, 1, ADC\_TRIGGER\_PROCESSOR, 0);

ROM\_ADCSequenceStepConfigure(ADC0\_BASE, 1, 0, ADC\_CTL\_TS);

ROM\_ADCSequenceStepConfigure(ADC0\_BASE, 1, 1, ADC\_CTL\_TS);

ROM\_ADCSequenceStepConfigure(ADC0\_BASE, 1, 2, ADC\_CTL\_TS);

ROM\_ADCSequenceStepConfigure(ADC0\_BASE, 1, 3, ADC\_CTL\_TS|ADC\_CTL\_IE|ADC\_CTL\_END);

ROM\_ADCSequenceEnable(ADC0\_BASE, 1);

// Set up TIMER1

ROM\_SysCtlPeripheralEnable(SYSCTL\_PERIPH\_TIMER1);

ROM\_TimerConfigure(TIMER1\_BASE, TIMER\_CFG\_PERIODIC);

// (50 MHz \* 0.5 Hz)

ui32Period = ROM\_SysCtlClockGet() \* 0.5;

ROM\_TimerLoadSet(TIMER1\_BASE, TIMER\_A, ui32Period - 1);

// Enable Timer1A interrupt

ROM\_IntEnable(INT\_TIMER1A);

ROM\_IntEnable(INT\_UART0);

ROM\_TimerIntEnable(TIMER1\_BASE, TIMER\_TIMA\_TIMEOUT);

ROM\_IntMasterEnable();

// Start TIMER1A

**TimerEnable**(TIMER1\_BASE, TIMER\_A);

**UARTCharPut**(UART0\_BASE, 'E');

**UARTCharPut**(UART0\_BASE, 'n');

**UARTCharPut**(UART0\_BASE, 't');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, 'r');

**UARTCharPut**(UART0\_BASE, ' ');

**UARTCharPut**(UART0\_BASE, 'T');

**UARTCharPut**(UART0\_BASE, 'e');

**UARTCharPut**(UART0\_BASE, 'x');

**UARTCharPut**(UART0\_BASE, 't');

**UARTCharPut**(UART0\_BASE, ':');

**UARTCharPut**(UART0\_BASE, ' ');

**while** (1);

}

**------------------------------------------------------------------------------------**

**Task 01:**

Youtube Link: [**https://youtu.be/W2p1u-0rsF8**](https://youtu.be/W2p1u-0rsF8)

**Modified Code:**

**After adding the timer interrupt for the temperature from LAB 05, the printString function was added. This function prints a string of characters onto the terminal using UARTCharPut function. This is used to print “Temperature: ” and the measured temperature after it is converted using the ltoa function. For the ltoa to convert the temperature into a string, the char type “buffer” variable is needed to store the resulting string.**

**![](data:image/png;base64,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)**

**Image of the graph in CCS.**

**#include** <stdint.h>

**#include** <stdbool.h>

**#include** <stdlib.h>

**#include** "inc/hw\_memmap.h"

**#include** "inc/hw\_types.h"

**#include** "inc/hw\_ints.h"

**#include** "driverlib/gpio.h"

**#include** "driverlib/pin\_map.h"

**#include** "driverlib/sysctl.h"

**#include** "driverlib/uart.h"

**#include** "driverlib/interrupt.h"

**#include** "driverlib/adc.h"

**#include** "driverlib/interrupt.h"

**#include** "driverlib/timer.h"

**#define** TARGET\_IS\_BLIZZARD\_RA1

**#include** "driverlib/rom.h"

// Variables

uint32\_t ui32ADC0Value[4];

uint32\_t ui32Period;

**volatile** uint32\_t ui32TempAvg;

**volatile** uint32\_t ui32TempValueC;

**volatile** uint32\_t ui32TempValueF;

// Function to print a string to the terminal

**void** **printString**(**char** \*string)

{

**while**(\*string)

{

**UARTCharPut**(UART0\_BASE, \*string);

string++;

}

}

// Timer 1A ISR

**void** **Timer1IntHandler**(**void**)

{

**char** buffer[4];

// Reset the count on Timer1

ROM\_TimerDisable(TIMER1\_BASE, TIMER\_A); // Disable Timer1

ROM\_TimerLoadSet(TIMER1\_BASE, TIMER\_A, ui32Period); // (40 MHz / 0.5 Hz)

ROM\_TimerIntClear(TIMER1\_BASE, TIMER\_TIMA\_TIMEOUT); // Clear Timer1A flag

// Perform ADC conversion

ROM\_ADCIntClear(ADC0\_BASE, 1); // Clear ADC interrupt flag

ROM\_ADCProcessorTrigger(ADC0\_BASE, 1); // Trigger the ADC conversion

**while**(!ROM\_ADCIntStatus(ADC0\_BASE, 1, **false**)); // Poll until conversion completes

ROM\_ADCSequenceDataGet(ADC0\_BASE, 1, ui32ADC0Value); // Store the temperature value

ui32TempAvg = (ui32ADC0Value[0] + ui32ADC0Value[1] // Average the sampled temperatures

+ ui32ADC0Value[2] + ui32ADC0Value[3]

+ 2) / 4;

// Convert to Celsius

ui32TempValueC = (1475 - ((2475 \* ui32TempAvg)) / 4096)/10;

// Convert to Fahrenheit

ui32TempValueF = ((ui32TempValueC \* 9) + 160) / 5;

**UARTCharPut**(UART0\_BASE, 0x0C); // Clear the terminal

**ltoa**(ui32TempValueF, buffer); // Convert the temperature into a string

// Print the temperature onto the terminal

printString("Temperature: ");

printString(buffer);

printString(" F");

// New line and return carriage

**UARTCharPut**(UART0\_BASE, '\n');

**UARTCharPut**(UART0\_BASE, '\r');

ROM\_TimerEnable(TIMER1\_BASE, TIMER\_A); // Re-enable Timer1

}

**int** **main**(**void**) {

// f = 50 MHz

**SysCtlClockSet**(SYSCTL\_SYSDIV\_4 | SYSCTL\_USE\_PLL | SYSCTL\_OSC\_MAIN | SYSCTL\_XTAL\_16MHZ);

// Configure the UART, GPIOA, and GPIOF

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_UART0);

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_GPIOA);

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_GPIOF);

**GPIOPinConfigure**(GPIO\_PA0\_U0RX);

**GPIOPinConfigure**(GPIO\_PA1\_U0TX);

**GPIOPinTypeUART**(GPIO\_PORTA\_BASE, GPIO\_PIN\_0 | GPIO\_PIN\_1);

**GPIOPinTypeGPIOOutput**(GPIO\_PORTF\_BASE, GPIO\_PIN\_2);

**UARTConfigSetExpClk**(UART0\_BASE, **SysCtlClockGet**(), 115200,

(UART\_CONFIG\_WLEN\_8 | UART\_CONFIG\_STOP\_ONE | UART\_CONFIG\_PAR\_NONE));

**UARTIntEnable**(UART0\_BASE, UART\_INT\_RX | UART\_INT\_RT);

// Enables the ADC

ROM\_SysCtlPeripheralEnable(SYSCTL\_PERIPH\_ADC0);

ROM\_ADCHardwareOversampleConfigure(ADC0\_BASE, 32); // Average at 32 samples

// ADC0, sample sequencer 1, processor triggers, highest priority

ROM\_ADCSequenceConfigure(ADC0\_BASE, 1, ADC\_TRIGGER\_PROCESSOR, 0);

ROM\_ADCSequenceStepConfigure(ADC0\_BASE, 1, 0, ADC\_CTL\_TS);

ROM\_ADCSequenceStepConfigure(ADC0\_BASE, 1, 1, ADC\_CTL\_TS);

ROM\_ADCSequenceStepConfigure(ADC0\_BASE, 1, 2, ADC\_CTL\_TS);

ROM\_ADCSequenceStepConfigure(ADC0\_BASE, 1, 3, ADC\_CTL\_TS|ADC\_CTL\_IE|ADC\_CTL\_END);

ROM\_ADCSequenceEnable(ADC0\_BASE, 1);

// Set up TIMER1

ROM\_SysCtlPeripheralEnable(SYSCTL\_PERIPH\_TIMER1);

ROM\_TimerConfigure(TIMER1\_BASE, TIMER\_CFG\_PERIODIC);

// (50 MHz \* 0.5 Hz)

ui32Period = ROM\_SysCtlClockGet() \* 0.5;

ROM\_TimerLoadSet(TIMER1\_BASE, TIMER\_A, ui32Period - 1);

// Enable Timer1A interrupt

ROM\_IntEnable(INT\_TIMER1A);

ROM\_IntEnable(INT\_UART0);

ROM\_TimerIntEnable(TIMER1\_BASE, TIMER\_TIMA\_TIMEOUT);

ROM\_IntMasterEnable();

// Start TIMER1A

**TimerEnable**(TIMER1\_BASE, TIMER\_A);

**while** (1);

}

**------------------------------------------------------------------------------------**

**Task 02:**

Youtube Link: [**https://youtu.be/Mp0W1d\_qIag**](https://youtu.be/Mp0W1d_qIag)

**Modified Code:**

**Taking the code from task 01, the first modification is to add the UART interrupt back that was used in task 00. In the UART interrupt, there’s a switch statement used for checking commands such as ‘R’, ‘G’, etc. For the temperature to be toggled in the terminal, a global Boolean variable called “temp” is used to determine whether to display the temperature or not after timer1 interrupt converts the temperature. This Boolean “temp” value is also set in the switch statement [located in the UART interrupt].**

**#include** <stdint.h>

**#include** <stdbool.h>

**#include** <stdlib.h>

**#include** "inc/hw\_memmap.h"

**#include** "inc/hw\_types.h"

**#include** "inc/hw\_ints.h"

**#include** "driverlib/gpio.h"

**#include** "driverlib/pin\_map.h"

**#include** "driverlib/sysctl.h"

**#include** "driverlib/uart.h"

**#include** "driverlib/interrupt.h"

**#include** "driverlib/adc.h"

**#include** "driverlib/interrupt.h"

**#include** "driverlib/timer.h"

**#define** TARGET\_IS\_BLIZZARD\_RA1

**#include** "driverlib/rom.h"

// Variables

uint32\_t ui32ADC0Value[4];

uint32\_t ui32Period;

**volatile** uint32\_t ui32TempAvg;

**volatile** uint32\_t ui32TempValueC;

**volatile** uint32\_t ui32TempValueF;

**volatile** **bool** temp;

**char** buffer[4];

// Function to print a string to the terminal

**void** **printString**(**char** \*string)

{

**while**(\*string)

{

**UARTCharPut**(UART0\_BASE, \*string);

string++;

}

}

// Timer 1A ISR

**void** **Timer1IntHandler**(**void**)

{

// Reset the count on Timer1

ROM\_TimerDisable(TIMER1\_BASE, TIMER\_A); // Disable Timer1

ROM\_TimerLoadSet(TIMER1\_BASE, TIMER\_A, ui32Period); // (40 MHz / 0.5 Hz)

ROM\_TimerIntClear(TIMER1\_BASE, TIMER\_TIMA\_TIMEOUT); // Clear Timer1A flag

// Perform ADC conversion

ROM\_ADCIntClear(ADC0\_BASE, 1); // Clear ADC interrupt flag

ROM\_ADCProcessorTrigger(ADC0\_BASE, 1); // Trigger the ADC conversion

**while**(!ROM\_ADCIntStatus(ADC0\_BASE, 1, **false**)); // Poll until conversion completes

ROM\_ADCSequenceDataGet(ADC0\_BASE, 1, ui32ADC0Value); // Store the temperature value

ui32TempAvg = (ui32ADC0Value[0] + ui32ADC0Value[1] // Average the sampled temperatures

+ ui32ADC0Value[2] + ui32ADC0Value[3]

+ 2) / 4;

// Convert to Celsius

ui32TempValueC = (1475 - ((2475 \* ui32TempAvg)) / 4096)/10;

// Convert to Fahrenheit

ui32TempValueF = ((ui32TempValueC \* 9) + 160) / 5;

**ltoa**(ui32TempValueF, buffer); // Convert the temperature into a string

// Check to display the temperature on the terminal

**if**(temp)

{

// Prints the temperature

**UARTCharPut**(UART0\_BASE, 0x0C); // Clear the terminal

printString("Temperature: ");

printString(buffer);

printString(" F");

**UARTCharPut**(UART0\_BASE, '\n');

**UARTCharPut**(UART0\_BASE, '\r');

}

**else**

**UARTCharPut**(UART0\_BASE, 0x0C); // Clear the terminal

ROM\_TimerEnable(TIMER1\_BASE, TIMER\_A); // Re-enable Timer1

}

**void** **UARTIntHandler**(**void**)

{

**char** input;

uint32\_t ui32Status;

ui32Status = **UARTIntStatus**(UART0\_BASE, **true**); //get interrupt status

**UARTIntClear**(UART0\_BASE, ui32Status); //clear the asserted interrupts

**while**(**UARTCharsAvail**(UART0\_BASE)) //loop while there are chars

{

input = **UARTCharGetNonBlocking**(UART0\_BASE); // Grab the inputs from the keyboard

// Check the inputs to execute the commands

**switch**(input)

{

// Red LED

**case** 'R':

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_1, GPIO\_PIN\_1);

**break**;

**case** 'r':

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_1, 0);

**break**;

// Blue LED

**case** 'B':

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_2, GPIO\_PIN\_2);

**break**;

**case** 'b':

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_2, 0);

**break**;

// Green LED

**case** 'G':

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_3, GPIO\_PIN\_3);

**break**;

**case** 'g':

**GPIOPinWrite**(GPIO\_PORTF\_BASE, GPIO\_PIN\_3, 0);

**break**;

// Temperature

**case** 'T':

temp = **true**;

**break**;

**case** 't':

temp = **false**;

**break**;

}

}

}

**int** **main**(**void**) {

// f = 50 MHz

**SysCtlClockSet**(SYSCTL\_SYSDIV\_4 | SYSCTL\_USE\_PLL | SYSCTL\_OSC\_MAIN | SYSCTL\_XTAL\_16MHZ);

// Configure the UART, GPIOA, and GPIOF

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_UART0);

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_GPIOA);

**SysCtlPeripheralEnable**(SYSCTL\_PERIPH\_GPIOF);

**GPIOPinConfigure**(GPIO\_PA0\_U0RX);

**GPIOPinConfigure**(GPIO\_PA1\_U0TX);

**GPIOPinTypeUART**(GPIO\_PORTA\_BASE, GPIO\_PIN\_0 | GPIO\_PIN\_1);

**GPIOPinTypeGPIOOutput**(GPIO\_PORTF\_BASE, GPIO\_PIN\_1 | GPIO\_PIN\_2 | GPIO\_PIN\_3);

**UARTConfigSetExpClk**(UART0\_BASE, **SysCtlClockGet**(), 115200,

(UART\_CONFIG\_WLEN\_8 | UART\_CONFIG\_STOP\_ONE | UART\_CONFIG\_PAR\_NONE));

**UARTIntEnable**(UART0\_BASE, UART\_INT\_RX | UART\_INT\_RT);

// Enables the ADC

ROM\_SysCtlPeripheralEnable(SYSCTL\_PERIPH\_ADC0);

ROM\_ADCHardwareOversampleConfigure(ADC0\_BASE, 32); // Average at 32 samples

// ADC0, sample sequencer 1, processor triggers, highest priority

ROM\_ADCSequenceConfigure(ADC0\_BASE, 1, ADC\_TRIGGER\_PROCESSOR, 0);

ROM\_ADCSequenceStepConfigure(ADC0\_BASE, 1, 0, ADC\_CTL\_TS);

ROM\_ADCSequenceStepConfigure(ADC0\_BASE, 1, 1, ADC\_CTL\_TS);

ROM\_ADCSequenceStepConfigure(ADC0\_BASE, 1, 2, ADC\_CTL\_TS);

ROM\_ADCSequenceStepConfigure(ADC0\_BASE, 1, 3, ADC\_CTL\_TS|ADC\_CTL\_IE|ADC\_CTL\_END);

ROM\_ADCSequenceEnable(ADC0\_BASE, 1);

// Set up TIMER1

ROM\_SysCtlPeripheralEnable(SYSCTL\_PERIPH\_TIMER1);

ROM\_TimerConfigure(TIMER1\_BASE, TIMER\_CFG\_PERIODIC);

// (50 MHz \* 0.5 Hz)

ui32Period = ROM\_SysCtlClockGet() \* 0.5;

ROM\_TimerLoadSet(TIMER1\_BASE, TIMER\_A, ui32Period - 1);

// Enable Timer1A interrupt

ROM\_IntEnable(INT\_TIMER1A);

ROM\_IntEnable(INT\_UART0);

ROM\_TimerIntEnable(TIMER1\_BASE, TIMER\_TIMA\_TIMEOUT);

ROM\_IntMasterEnable();

// Start TIMER1A

**TimerEnable**(TIMER1\_BASE, TIMER\_A);

**while** (1);

}

**------------------------------------------------------------------------------------**